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Abstract: Presenting real-world paths in property graphs is a complex challenge of identi-
fying and representing the properties of routes and their environments. These property
graphs serve as foundational datasets for generating smart sports training routes, where
route features such as terrain, bends, and hills critically influence the route design. This
paper outlines a method for identifying key parameters of real-world paths and encoding
them into property graphs. The proposed method has significant implications for sports
event planning, particularly in designing route-based training that meets specific athletic
challenges. The research concludes by presenting a case study in which a property graph
that enables cycling route generation was created for the country of Slovenia, and a sample
training route was generated.

Keywords: property graph; geographical maps; smart sports training; data mining; data
fusion; OpenStreetMap; digital elevation model (DEM)

1. Introduction
Humans have been creating maps and map-like structures for thousands of years [1].

The purpose of a map is to serve as a tool that helps people perceive the universe in
which they live, and maps were originally used to explain to others the location or space
experienced by the person who created the map [2]. In modern times, solutions like GPS
(global positioning system) have allowed us to combine knowledge about map making
with knowledge about our current location to allow a modern approach to navigation in
which we can know our precise location and receive instructions on where to move in real
time [3].

Maps have been tailored to the understanding of their end users, who used them
for path-finding between two locations [1]. The problem of pathfinding can be divided
roughly into three sub-problems. In the first step, we need to have knowledge about the
environment and represent an abstraction of this environment in some form. In the next
step, we must find a path that is a solution to some predetermined goal. The last step is
utilizing this solution, which involves how the end user will use this route and how it will
be represented to him.

Computers are now used to calculate and generate routes, and their conception of location
has been fundamentally different. These routing techniques depend on the domain of data that
can be used, and they include the following structures for their representation:

• Graphs [4]—are representations of concepts described by a set of nodes and edges
between them.
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• Property graphs [5] are directed, labeled multi-graphs whose specialty is that each
node or edge can have a set of property–value pairs, which describe them in detail.

• Trees [6] are hierarchically organized data structures in which each node except for
the root node has exactly one parent node; the root node has none. File systems on
computers are mostly organized in tree structures.

• Grids [7] are structures that divide the environment into a grid of equally sized cells.

Pathfinding is a well-known problem that has been solved algorithmically since
the 19th century [8]. Pathfinding algorithms are used in problem-solving in robotics [9],
logistics [10], and the everyday use of global navigation systems [11]. Using navigation is
one of the most common activities on mobile phones, with 48% of all smart mobile device
users using a mobile phone to help them navigate at least once a month in 2022 [12]. The
goal of pathfinding is addressed most commonly to finding the shortest route [13] in a
given search space, for which algorithms like Dijkstra [14], A* [15], Bellman–Ford [16],
and Floyd–Warshall [17] are used on a weighted graph. Other known problems based on
pathfinding are the vehicle routing problem [18], the traveling salesman problem [19], the
Chinese postman problem [20], the Network flow problem [21], the multi-objective shortest
path problem [22], and others.

Sometimes, we do not want to find the shortest route within a search space but a route
that fits several parameters, as is often the case in sports training planning. The preparation
of the path to be taken by an athlete for the purpose of sports training belongs to the sports
training planning phase [23].

This paper is, however, not concerned with finding solutions to pathfinding; it provides
a method for generating property graph datasets that can be used in such pathfinding
methods, particularly for generating cycling training routes. The developed solution is
concerned with the identification of individual path properties and how to represent them
in a property graph.

The scope of the problem that this paper tackles is concerned primarily with data
collection, as well as the data preprocessing phase of the data analysis process, as illus-
trated by the green brackets in Figure 1, which are sometimes regarded as the two most
important steps of data analysis [24]. The property graph serves as a precursor to graph-
based pathfinding algorithms. In real-world environments, such approaches based on
various forms of graphs have been recently used in training planning for cycling [23] and
running [25], as well as travel distance estimation [26].

Data preprocessing Model selection, training, tuning,
evaluation 

Data collection

OpenStreetMap

Elevation data

Method Property graph
Evolutionary 
algorithm for 

routes

Figure 1. Scope of research.

Data from such graphs can enable the discovery and generation of carefully tailored
routes to best replicate the real environments the athletes face during real competitions.
From such data, athletes, and trainers can find environments similar to profiles of dif-
ferent cycling races [27] and marathons for which the planned route data are publicly
available, meaning that elevation, curviness, and surface types can be carefully replicated
in preparation for competitions.



Information 2025, 16, 30 3 of 29

The main contributions and unique values of this study are as follows: (1) presenting
a new approach to generating complex geographical properties in the form of a property
graph and (2) a method that can form a prerequisite to multi-parameter sports training
generation in real-world environments.

The remainder of this paper is organized as follows: Section 2 describes the data
collection process for property graph generation, including an analysis of data sources and
selection criteria. Section Data Processing Tools presents the tools used for data preprocessing
and manipulation, including APIs and databases for handling geographical data. Section 3
outlines the method for generating property graphs, starting with a summary of the
original method and continuing with the detailed extensions introduced in this study
(Section Extending the Original Method).

Section 4 explains how to represent path and intersection features within the property
graph framework. The results of the proposed method, including a case study focused on
Slovenia and the generation of sample cycling routes, are presented in Section 5. Section 6
provides a discussion of the findings, including the advantages and limitations of the
approach, as well as its potential applications. Finally, Section 7 concludes the paper and
suggests future research directions.

2. Data Collection for Geographical Based Property Graph Generation
To create a geographical property graph from real-world paths, a map with all the

paths and their intersections is needed, as well as any additional data that can explain these
roads further. Tools also have to be identified that allow the processing and manipulation
of these data.

Data sources that offer geographical data were identified in the first step. The analysis
of sources was focused on the data that the resources offered, as well as their licensing. In
the first step, the base dataset was selected, with the requirement that it had roads and
their intersections, that it was licensed in such a way that a dataset could be derived from it
freely, and that it had the best data possible.

The analyzed solutions that were fit for use and satisfied the requirements were
as follows: OpenStreetMap [28], US Geological Survey (USGS) National Map [29], and
Natural Earth [30], as shown in Table 1. It was determined that only OpenStreetMap [28]
offered geographical data that were available worldwide, which was why it was selected
for property graph generation.

Table 1. Analyzed sources for roads and intersections.

Source License Data

OpenStreetMap ODbL Worldwide
US Geological Survey National Map public domain United States
Natural Earth public domain Worldwide, roads only US

The OpenStreetMap is an open-source project that offers and maintains geographical
data, and it is maintained by volunteers. The base building blocks of the OpenStreetMap
data are nodes, ways, relations, and tags. Nodes are individual points of latitude and
longitude with a defined id (as shown in Figure 2 by small dots). Nodes are connected
in ways that are ordered lists of 1 to 2000 nodes that are used to represent linear features,
such as roads, rivers, buildings, and areas (as shown in Figure 2 by differently colored and
shaded parallel lines demonstrating different ways that are composed of nodes), although
an individual node can be a part of more than one way (e.g., a road intersection).
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Figure 2. OpenStreetMap data model illustration (background source of roads and buildings: [31,32].

When more than 2000 nodes are needed to describe a feature, ways are connected with
relations; for example, a list of ways could describe a named road. All of these elements
can then be described further by tags, which are key–value elements.

One part of the missing data in databases such as OpenStreetMap is the elevation of
individual nodes. These data can be retrieved from DEMs (digital elevation models), which
are mostly square grid representations of the elevation of geographical areas (Figure 3), but
they can also be represented by triangulated irregular networks [33]. In DEMs, elevation is
measured in terms of terrain elevation and not surface elevation (e.g., trees or buildings) [34].
The resolution greatly influences errors of measurement, which is very important in hills
and mountains, where the elevation of two nearby points may vary greatly.

Low-resolution High-resolutionRelief

Figure 3. Illustration of regular grid DEM (background source: [31]).

Multiple sources of such elevation models exist, so which one to choose depends on the
area the researcher is trying to investigate and generate a property graph for. The following
datasets were identified and analyzed: ASTER [35], ETOPO [36], Copernicus [37], EU-
DEM [38], NED [29], NZ-DEM [39], and SRTM [40]. The datasets differ in their resolutions
and coverage areas, as shown in Table 2. For our purpose, we selected the EU-DEM [38]
model since we were to create a property graph of Slovenia (a country in the European
Union), so the model was deemed best suited for our purpose.
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Table 2. Analyzed sources for digital elevation models.

# Coverage Area Resolution (arc s) Resolution (m2)

ASTER Worldwide 1 ~30
ETOPO Worldwide 15 and 30 ~450 and ~900
Copernicus Worldwide 1 30 and 90
EU-DEM European Environment Agency members 1 ~25

NED North America and Mexico, high-res for
the US without Alaska 1 and 1/3 ~30 and ~10

NZ-DEM New Zealand ~0.26 8
SRTM Worldwide 1 ~30

Data Processing Tools

The tools needed refer to the manipulation and extraction of data from the two selected
datasets, notably the path and road data from OpenStreetMap and elevation data from
EU-DEM. The identified and presented solutions were required to be free and open-source,
allowing users to host them on their own servers. Additionally, they needed to have a
REST (representational state transfer) interface to facilitate API requests.

The OpenStreetMap data are stored in the XML format, which is compressed further
into protocol buffers to decrease their size [41]. To query the XML files, a specialized
API (application programming interface), Overpass API [42], can be used. This is an
API for querying and retrieving data from the OpenStreetMap database. The querying is
done using the Overpass QL (Overpass Query Language). The Overpass QL was used to
identify routes and intersections, as well as data about the routes, such as the type of road,
traffic light signalization, intersections between the routes, and coordinates of routes along
the path.

To retrieve elevation data, two well-established API solutions exist: Open Topo
Data [43] and Open Elevation API [44]. The solutions allow for querying latitude and
longitude pairs and retrieving the elevation at said points using DEM as the source. Both
are suitable for use, and we would recommend that researchers use whichever solution
they are more familiar with.

3. Comparison with the Original Method for Property Graph Generation
This property graph generation method is an improved version of the previously

presented and developed approach [45]. This section summarizes and extends the original
method to include missing complex properties.

The two key instruments for representing and understanding routes in a digital
environment are graphs and property graph structures. In layman’s terms, a graph is a
mathematical structure with a set of objects in which some pairs of objects are related [46].

In the domain of computer science, the presentation, manipulation, and querying of
graph and graph-like data are conducted with graph database systems [5].

The original method [45,47] used the OpenStreetMap [28] and EU-DEM [38] datasets
to create a property graph that represents the intersecting paths between them. The method
works roughly as follows: All the intersections of a given area are identified in the first step.
In the next step, roads between the intersections are identified, and bidirectional graph
edges are created in the last step. The resulting property graph represents all intersections as
nodes and roads between them as edges, as shown in Figure 4. The edges are directed and
created twice because traveling from Nx to Ny is not the same as traveling from Ny to Nx.

The processed properties of edges are shown in Table 3. The ascent and descent were
processed using the combination of latitude–longitude pairs of the path and DEM data.
The road type refers to OpenStreetMap tag highway.
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Table 3. Path/edge properties.

Attribute Description Example Value

Ascent Ascent in meters 71
Descent Descent in meters 7
Distance Distance in meters 328.22
Type Road type Track
Intersection-AB Edge from - to node ids 4893616681–4893616518

The extracted properties of intersections are shown in Table 4. The node_id and way
ids refer to the OpenStreetMap properties of the nodes.

Table 4. Intersection/node properties.

Property Description Examples

Latitude Latitude 465592238
Longitude Longitude 156378701
Node id node id 305882164
Way ids Way ids the node belongs to [27859724, 247410448]

Nx NyEj

Ei

Nodes → Nx, Ny

Edges → Ei, Ej

Figure 4. Property graph of intersections (nodes) and roads (edges) (background source: [31]).

The flaws of the (original) method are that the properties of the edges do not include
any data regarding the surface of the road (e.g., asphalt, tiles, . . .), the curvature of the
road (e.g., how much the road turns), and how hilly it is, which means whether the ascent
occurs in a continuous fashion or whether there is a large hill and then a flat expanse.
One serious drawback is also that it does not take into account the bends at intersections
because crossing the intersection is usually not the same as making a turn. Also, left turns
(in right-hand-side driving countries) are harder to achieve due to oncoming traffic than
right turns.

Extending the Original Method

The original method allows for the creation of a basic property graph, which was
extended greatly in this proposal. This section will summarize the differences between the
original method and show which new properties were introduced in the property graph.
The original property graph contained only the intersection properties presented in Table 4
and the path properties presented in Table 3. The properties that remained unchanged in
the nodes (intersections) were latitude, longitude, and node id. Only the ascent and descent
properties remained unchanged in the property graph’s edge (path) elements.

The nodes were updated, and individual intersections were split into multiple nodes
to include the intersection angles of the nodes. The properties that were introduced to
nodes were node elevation and whether the intersection contained traffic signals or not; the
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final version of the intersection element is shown below in Table 5, displaying the newly
added properties.

Table 5. Intersection/node properties of the updated method.

Property Description New

Latitude Latitude −
Longitude Longitude −
Node id OpenStreetMap node id −
Elevation Elevation in meters +
Traffic signals Does the node contain traffic lights +

The calculation of edge distance was updated to increase accuracy, and new properties
of curviness, hilliness, and the number of traffic signals on the paths were introduced, as
shown in Table 6 below.

Table 6. Path/edge properties of the updated method.

Attribute Description New

Ascent Ascent in meters −
Descent Descent in meters −
Distance Distance in meters −
Type Road type −
Intersection-AB Edge from - to node ids −
Surface Surfaces type the path is composed of if available +
Total angle Sum of changes in direction in degrees over the whole path +
Curviness Ratio between total angle and length of the path +
Traffic lights Number of traffic lights on the path +
Hill flat Meters of path that have a hill gradient 0–1% +
Hill gentle Meters of path that have a hill gradient 1–3% +
Hill moderate Meters of path that have a hill gradient 3–6% +
Hill challenging Meters of path that have a hill gradient 6–9% +
Hill steep Meters of path that have a hill gradient 9–15% +
Hill extremely steep Meters of path that have a hill gradient +15% +
Bicycle access Indicates whether a route is accessible by bicycle +
Foot access Indicates whether a route is accessible by foot +
Car access Indicates whether a route is accessible by car +

4. Representing Path and Intersection Features in a Property Graph
The first step of representing path properties is identifying which features should

be represented in a property graph and their transformation into presentable features.
It should be noted that only intersection nodes are saved in the property graph. Other
OpenStreetMap nodes are processed, and edges are created from them.

In the following equations for different properties, the node (n1 = nx) represents the
starting node of the edge, and node (nN = ny) represents the ending node of the edge.

4.1. Intersection Elevation

The feature relates to the elevation attribute of each node (intersection). These data can
be mined from the latitude–longitude pairs of nodes and their corresponding elevation on
the DEM model. The attribute is retrieved by querying the DEM API (either OpenTopoData
or Open Elevation) for each of the graph nodes.

4.2. Ascent and Descent

The feature relates to the total ascent and descent that the person achieves when trav-
eling between two nodes. It is not enough simply to check the starting node (intersection)
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and ending node (intersection) elevation since it may be that the elevation could be roughly
the same, as shown in Figure 5, while there is a hill between the points.

OpenStreetMap nodes
NyNx

el
ev

at
io

n

Figure 5. Property graph of intersections (nodes) and roads (edges).

The ascent between nodes nx and ny is calculated as a sum of all positive changes in
elevation, as shown in (1). This means that, if you move from node ni to node ni+1, the
change in elevation is calculated as H(ni+1)− H(ni), or 0 if there was a descent between
the two nodes.

Ascent(nx, ny) =
n−1

∑
i=1

max(0, H(Ni+1)− H(ni)) (1)

The descent between nodes nx and ny is, therefore, calculated as the sum of all the
negative changes in elevation, as shown in (2). This means that, if you move from node ni

to node ni+1, the change in elevation equals H(ni)− H(ni+1), or 0 if there was an ascent
between the two nodes. H(Ni) represents the elevation value at the node Ni.

Descent(Nx, Ny) =
N−1

∑
i=1

max(0, H(Ni)− H(Ni+1)) (2)

4.3. Distance

This feature represents the measure of the real-world length of the path connecting
two nodes. The distance between nodes nx and ny is calculated as (3), where the distance is
equal to the sum of all distances for all the succeeding nodes between n1 and nn.

Distance =
N−1

∑
i=1

d(ni, ni+1) (3)

The individual distance (d(ni, ni+1)) between two nodes (ni and ni+1) with known
latitude (ϕi, ϕi+1) and longitude (λi, λi+1) can be calculated using two approaches. The
first approach uses the Haversine formula, known commonly as the great-circle distance
formula, proposed by [48], and the second method uses the Pythagorean theorem. The
drawback of the first method is that the calculated distances assume that both points are on
the same elevation, while the drawback of using the Pythagorean theorem is that it does
not take the curvature of the Earth into account.

In the following equations for distance calculation, r represents the radius of the Earth,
which is approximated to 6378.1 km, as proposed by [49]. ∆λ represents the difference in
longitudes between two points (λi − λi+1), and ∆ϕ the difference in latitudes between the
two points (ϕi − ϕi+1).
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The first approach to using the Haversine Formula (4) is calculated following the
approach used in [50]. It should be noted that, when using the Haversine formula, the
latitudes and longitudes must be expressed in radians and not degrees.

d = 2r arcsin

(√
sin2

(
∆ϕ

2

)
+ cos(ϕ1) cos(ϕ2) sin2

(
∆λ

2

))
(4)

The second approach to using the Pythagorean theorem is calculated following the
approach used in [50], but it is extended with the measure of elevation. The full equation
for the distance between two points is (5).

d =
√

∆x2 + ∆y2 + ∆h2 (5)

where ∆x is expressed as

∆x = ∆λ × r × cos
(

ϕ1 + ϕ2

2

)
(6)

and ∆y is expressed as
∆y = ∆ϕ × r. (7)

The resolved full and long expression for distance can be resolved as

d =

√(
∆λ × R × cos

(
ϕ1 + ϕ2

2

))2
+ (∆ϕ × R)2 + (∆h)2. (8)

4.4. Splitting the Nodes (Intersections)

When navigating in intersections, where the person must actually go is very impor-
tant. When traveling over a four-way intersection, the person may choose three different
outcomes: the person may turn left, turn right, or cross the intersection, and the choice
he/she makes will impact the speed. This means that a simple property graph (Figure 6,
where each intersection is represented by only one node and connected with surrounding
intersections by double-directed edges) is insufficient in representing the information about
real-world turning/changing direction right of way on a property graph path.

A way to resolve individual nodes and their edges must be proposed if we want to
model the properties for each of the options the person has when traversing an intersection.

2

1

4

3

2

1

5

3

4

Figure 6. Intersections on a property graph (background source: [31]).

A way to do this is to split the nodes instead of representing an intersection as a single
node. We can split a single node into each of the incoming edges to the intersection node,
each representing a specific direction or part of the intersection (Figure 7). This allows us to
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prevent unnecessary information loss when transforming the OpenStreetMap data into a
property graph.

2

1

3

4

Figure 7. Splitting the nodes (background source: [31]).

This, of course, increases the complexity of the graph, and for each node (intersection),
the number of nodes needed for a replacement of an intersection equals the number of
nodes it is connected to (N), which means that a four-way intersection will remove one
node and add four new nodes. These new nodes need to be connected with edges to
represent the choices the person has. The number of new connections can be determined
from the maximum number of edges theorem [51], which, applied to our case, results in
Nnew1 number of new edges for an undirected graph, as shown in

Enew1 =
N(N − 1)

2
(9)

and in an Enew2 number of new edges for a directed graph (which applies to our property
graph of roads and intersections), as shown in

Enew2 = N(N − 1). (10)

4.5. Calculating Intersection Angles

The calculation of intersection angles can only be performed on previously split nodes
(see Section 4.4). The goal of this property is to know the turn that the person has to make
when crossing the intersection. Calculating this property is done in two steps. The vector
of each of the intersection paths has to be calculated in the first step.

Let us consider three nodes (intersections) called na, ni, nb that are linked with edges
ea,i and ei,b. The edges are already constructed relationships, but we also know that each
edge is constructed from OpenStreetMap nodes and ways. Assuming that the edge ea,i is
constructed from nodes a1, a2, . . . , an and edge ei,b is constructed from nodes b1, b2, . . . , bm,
and since ea,i terminates in an and ei,b starts in b1, the following is true an = b1, as shown in
Figure 8.

na ni nb
an-1a2 b2

an = ni = b1

bm-1

na = a1 nb = bm

Figure 8. The OpenStreetMap nodes of three intersections and two edges.

We are only interested in the direction of both routes at the intersection. At the
intersection node ni, the direction of the route represented by edge ea,i is determined by the
vector from an−1 to an, and the direction of the edge ei,b is determined by the vector from
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b1 to b2. We must first convert the latitude and longitude pairs into Cartesian coordinates
(xE, yE, zE). This is done using the approach presented by [52], which states the following:xE

yE

zE

 =

 R cos ϕ cos λ

R cos ϕ sin λ(
1 − e2)R sin ϕ

. (11)

where R is the Earth’s average radius, ϕ represents the geodetic latitude, λ is the geodetic
longitude, and e2 represents the first eccentricity squared. We can simplify the equation
further by assuming the Earth is a perfect square, which means the eccentricity equals 0.
This gives us the following equation:xE

yE

zE

 =

R cos ϕ cos λ

R cos ϕ sin λ

R sin ϕ

. (12)

Once we have the Cartesian coordinates of all nodes, we can show the vectors repre-
senting the directions as

Va,i = (xan − xan−1 , yan − yan−1) (13)

for the first edge and
Vi,b = (xb2 − xb1 , yb2 − yb1) (14)

for the second edge.
To calculate the turning angle at the intersection ni, we need to find the angle between

these two vectors. This can be done using the dot product [53] formula, which is applied to
our case and is seen below

θ = arccos
(

Va,i · Vi,b

|Va,i||Vi,b|

)
(15)

where θ is the angle between the vectors, Va,i · Vi,b is the dot product of Va,i and Vi,b, and
|Va,i| and |Vi,b| are the magnitudes (lengths) of these vectors.

4.6. Curviness of the Road

This property refers to the shape of the road the user must pass when traveling over
the edge between two intersections. This property is important since it affects the person
or vehicle dynamics, safety, and speed. To put it in simpler terms, a path that has a lot of
curves may not allow such high speeds as a road that is much less curvy, which means that
it contains fewer bends or that these bends are less sharp.

There are multiple ways of defining and calculating the curviness of the road, and
we present two solutions: (1) the length ratio and (2) the ratio of summed vector angles to
the distance.

The length ratio method (1), in our case, would involve calculating the distance of the
real-world path (shown as solid lines between individual nodes) versus the distance of the
straight-line path (shown as a dashed line) between two points, as shown in Figure 9.

Let us suppose that we have two nodes (intersections) na and nb, that are connected in
both ways via edges ex and ey. It does not matter whether we want to calculate the ratio for
ex or ey because they will have the same ratios. The curviness ratio, in this case, would be
expressed as a ratio between the straight-line distance (dstraight) and actual length (dactual)
of the path between both nodes. The distance calculations can be done using either the
great-circle distance or the Pythagorean theorem, as shown in Section 4.3.
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Figure 9. Distances between OpenStreetMap nodes versus straight-line distance between two nodes
(intersections) (background source: [31]).

This means that the curviness (C1) of the edge can be expressed as

C1 =
dactual

dstraight
. (16)

This means that an edge with a curviness ratio of exactly one would represent a
perfectly straight road in real-world conditions, and an edge with a curviness ratio of two
would represent a road that is twice as long as the straight-line distance between two nodes.
However, this approach, while really simple and easy to calculate, involves a limitation: a
high curviness ratio does not necessarily mean that a road has numerous turns and bends.
Instead, it could simply mean that the road follows a lengthy, circuitous route without
significant changes in direction, which brings us to the next approach.

The second way (2) to represent curviness is summing the vector angles and dividing
them over distance. To do this, we use a similar approach to the approach used in Section 4.5.
This means that the angle between each of the three OpenStreetMap nodes can be calculated
using the dot product.

Let us again suppose that we have two nodes (intersections), nx and ny, that are con-
nected in both ways via edges ex and ey. The edge ex was constructed from OpenStreetMap
nodes (n1, n2, n3, . . . nN) with a known latitude and longitude. In the first step, we must
convert all nodes’ latitudes and longitudes into Cartesian coordinates, which can be done
using the approach presented in (12). Next, the angle must be calculated for all three
consecutive nodes ni, ni+1, ni+2, where 1 <= i + 2 < N. This is done using the dot product
formula, mentioned previously in (15), this gives us angles θ1,2,3, θ2,3,4, . . . θn−2,n−1,n. The
curviness of the road (C2) can then be defined as a sum of all angles divided by the actual
distance the road takes, as shown below

C2 =
∑N−2

i=1 θi,i+1,i+2

dactual
. (17)

If needed, we can save just the sum of all angles, which would omit the total distance,
as shown below

C2 =
N−2

∑
i=1

θi,i+1,i+2. (18)

This is useful if we want, potentially, to combine the angles with the intersection angles
in order to show the total angle change of a route generated from the graph data.

4.7. Hilliness of the Road

The property refers to the intensity and length of the hills that the edge (road) has
between two nodes (intersection). This property is needed because the ascent and descent
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properties do not sufficiently describe whether the path’s hills are steep or gradual. The
steepness influences the maximal mean power values of cyclists [54] severely and the
energy expenditure of runners [55]. The incline of the slope is most usually expressed in
gradient/slope and most commonly expressed in %. As such, an x% slope is represented
by an x increase in elevation meters (melevation) over 100x horizontal meters (mhorizontal), as
defined by [56] and shown in the equation below:

slope (%) =
melevation
mhorizontal

. (19)

Because hills vary by intensity, the best way is to introduce multiple categories and
properties for hills with different gradients. So, in the first step, we need to categorize the
hill gradients into intervals. The hills can, theoretically, have gradients between −∞ for
downhill and ∞ for uphill. We must select a suitable number of categories. More categories
will allow for finer distinctions between different gradients, which is beneficial for detailed
analysis. However, too many categories can lead to a complex system that uses many
resources for creation and use.

Suppose we want to have N categories with intervals (I1, I2, I3, . . . IN) for hill gradients
(g). Each of the gradients can, therefore, be classified into one of the categories, where
the first interval (20) occupies the space between negative infinity and X1, and the last
interval (23) occupies the space between XN−1 and positive infinity. All the other intervals
in between (e.g., (21) and (22)) have both maximum and minimum bounds.

I1 = {g ∈ R | g < X1} (20)

I2 = {g ∈ R | X1 ≤ g < X2} (21)

IN−1 = {g ∈ R | XN−2 ≤ g ≤ XN−1} (22)

IN = {g ∈ R | g > XN−1} (23)

Following the approach proposed by [57], we classified the hill gradients into six
categories, as outlined in Table 7.

Table 7. Cycling hill gradient categories.

Gradient Category Name Description

0–1% Flat terrain Level terrain offering minimal resistance.

1–3% Gentle climb Mild incline, easy for most cyclists.

3–6% Moderate climb Noticeable incline may lead to gradual tiredness.

6–9% Challenging climb Difficult for regular riders, quite hard for beginners.

9–15% Steep climb Intensely challenging, causes significant strain over time.

15%+ Extremely steep climb Extremely demanding for all, with sustained difficulty.

The six categories are as follows: (1) flat terrain, which indicates essentially level
ground; (2) gentle climb, representing a mild incline that is generally easy to climb for
most cyclists; (3) moderate climb, representing an incline that could lead to gradual fatigue;
(4) challenging climb, denoting climbs that are difficult even for regular cyclists and
hard for beginners; (5) steep climb, which represents a very challenging gradient causing
significant strain; and (6) extremely steep climb, describing gradients that are exceedingly
demanding for all cyclists and very painful to sustain. This means that each edge will have
six additional numerical properties.

But how do we know in which category we classify a single hill? Figure 10 shows
the issue roughly by defining the hills based on their appearance. The X-axis shows the
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distance traveled and the Y-axis the elevation. In the case of (a), this is fairly simple since
we can determine that the hill started when the ascent started and ended when the road
flattened out; we also have a nice, continuous gain in elevation, making the hill gradient
fairly simple to calculate. This, however, changes when a hill of type (b) is considered. We
can see a fairly gentle rise in elevation, which then changes into a steep elevation change
and then plateaus into a gentle hill again. We might even arrive at scenario (c), which
starts off as a gentle elevation gain and then plateaus and continues with a steep gradient;
sometimes the road may even go down a bit, like in case (d), or not the actual road but the
data behind it, since the DEMs may involve some small errors.

d) complex hill with
downward segments

c) complex hill with plateau
and changes in gradient

b) simple hill with changes
in gradient

a) simple hill with constant
incline

Figure 10. Scenarios of different hill types.

Other issues resulting from the DEM that must be taken into account are as follows:
(1) their precision, which, in most cases, is 1 m, which means that, in non-steep hills, the
increase in elevation may appear to occur step-wise (e.g., 1 1 2 2), while, in reality, it is
not; and (2) their resolution in cases of very steep hills, where, even inside the squares, the
elevation may be severely different.

4.8. Traffic Signals

Some intersections may contain traffic lights, which means they may be less suitable
for travel since the user may lose some time traveling over them waiting for the green
light. The traffic signals are often saved in OpenStreetMap nodes [58] using the tag with
a key–value pair of highway : tra f f ic_signals. The inclusion of traffic signals in property
graph data has to consider that the traffic lights may occur somewhere along the road
where there are no intersections, e.g., a pedestrian crossing with traffic signals along a
major road, or at actual road intersections. This means the property must be included in
both nodes and edges. This means we will include the property signals in both nodes and
edges. In an intersection, this will be calculated as (24), where, ni represents the intersection
node. As shown, there may be a traffic light or not, which means the property’s value will
be either zero or one.

ni[signals] =

0 if node doesn’t have a traffic light,

1 if node has a traffic light.
(24)

In the case of the edge ei composed of nodes n1 to nN , the value of the signals property
will be the sum of the signals properties of all the nodes in the edge, except for the starting
and ending node, since they are already counted in node signals property. This can be
represented as

ei[signals] =
N−1

∑
k=2

0 if nk doesn’t have a traffic light,

1 if nk has a traffic light.

 (25)

where nk represents the nodes of the edge, and k starts with two, since the first node n1 is
excluded, and the sum continues to N − 1, since the N represents the final node of the edge.
This approach ensures that only the traffic signals located between the first and last nodes
of the edge are counted.
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4.9. Road Type

Over 28 different road types (e.g., motorway, trunk, primary, secondary, tertiary,
residential, . . .) exist in OpenStreetMap data, and they are specified in the OpenStreetMap
way objects as tags with the key highway [59]. An individual edge on the graph can be
composed of multiple ways (if the edge contains more than 2000 nodes). We are interested
in what type of road it is. Is it a motorway and not suitable for pedestrians or cyclists? The
roads can also be of primary, secondary, or tertiary type, which ranks their importance in
the country’s road system and may influence traffic. In our case, we want to assign the
highway tag to each of our edges. Because a road may change between intersections, one
edge may have more than one road type.

Suppose we have two intersections, nx and ny, connected via edges ex and ey. The
edge ex is created from nodes n1 to nN , and edge ey is created from nodes nN to n1. Each
of these nodes, ni, where 1 ≤ i ≤ N can be assigned at least one OpenStreetMap way
that the node was originally taken from—at least one because, when one way ends and
another starts, they can terminate and start in the same node. Otherwise, the road would
be unconnected.

We can solve the issue of assigning the road type in two ways: (1) by assigning a list
of all types the edge travels over and (2) by selecting the most common road type on an
individual edge, with the most common meaning the road type with the largest cumulative
distance.

The (1) approach can be conducted by finding all the ways in which the nodes are part
of it. Let us say that ni belongs to a set of ways, Wi. We aim to identify a subset of ways,
Wactual ⊆ Wpotential , traversed in the path. Here, Wpotential represents the union of all Wi for
i = 1, 2, . . . , N.

The algorithm to determine Wactual applies the following order: In the first step, we
Initialize Wactual as an empty set. In the next step, we compute the intersection of each
pair of consecutive nodes’ (ni, ni+1) sets of ways (I = Wi ∩ Wi+1) and update the set
Wactual by adding the intersection of ways, I, to it (Wactual ∪ I). Mathematically, this can be
represented as

Wactual =
N−1⋃
i=1

(Wi ∩ Wi+1). (26)

where Wi and Wi+1 are the set of ways that the nodes ni and ni+1 are part of, and Wi ∩Wi+1

represents the shared ways of two consecutive nodes, ni and ni+1.
Now that we have a set of all valid ways, as shown below,

w1, w2, . . . , wN ∈ Wactual , (27)

We check the highway tag (H(wi)) for each of the set elements (wi), and we create a
union set of all highway tags in the resulting edge, as shown in (28).

Htotal =
N⋃

i=1

H(wi ). (28)

The (2) second approach can be done in the next way. In the first step, we create a list
of all succeeding pairs of nodes [(n1, n2), (n2, n3), . . . (nN − 1, nN)]. From them, we create
processed road-type elements, which we will call (R1,2, R2,3, . . . RN−1,N), and save them in
set R.
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Each Ri,i+1 element will contain two attributes, distance (Ri,i+1[d]) and the correspond-
ing highway tag (Ri+1[highway]).

The approach to calculating the distance between two nodes is (4), or (8). The approach
to selecting the highway tag for each of the pairs is finding the ways (Wi and Wi+1) the first
ni and second ni+1 node belong to and computing the intersection which represents the
highway tag of the road-type element Ii,i+1, as shown below

Ii,i+1 = Wi ∩ Wi+1, (29)

The resulting set will, due to the structure of the OpenStreetMap data, always contain
only one way element. We can then check the highway tag of the way element and add it to
the resulting road-type element.

Once we have done this for all of the node pairs to get road-type elements, we must
first identify all the present highway tags, H. This is done by creating a union of all the
road-type highway sets, as shown below:

H =
N⋃

i=1−1

Ri,i+1[highway]. (30)

After this, we need to iterate over all road-type elements in set R, check the highway
tag (h) for each segment, and sum the distances for segments that share the same tag to
calculate the cumulative distances for each tag (D(h)), as shown below

D(h) = ∑
Ri,i+1∈R Ri,i+1[highway]=h

Ri,i+1[d] ∀h ∈ H. (31)

After that, we select the highway tag with the highest value and assign it to the edge.

4.10. Surface

This attribute provides the physical surface of the edge. It is derived from the surface
OpenStreetMap tag [60], which provides over 40 values for different values. The surface tag
is not necessarily present in each OpenStreetMap way, so the value may remain empty. The
tag values are categorized roughly into paved, unpaved, and special surfaces. Common
values of the attribute are asphalt, paved, concrete, unpaved, gravel, etc.

The issue of an edge possibly containing different surface types is similar to the issue
that an edge may contain different road types. So, the transformation into property graph
attributes can be performed in the same fashion as in Section 4.9 in the road type subsection.

4.11. Accessibility and Usage Restrictions of Road Types in OpenStreetMap

There are generally three main modes of transport that can travel over a certain
path: pedestrians, cyclists, and cars. Not all paths are suitable for each of them; e.g., a
pedestrian cannot travel on a motorway, and a car cannot travel on a cycleway. The road
type itself can sometimes determine these limits, but additional tags have to be inspected
sometimes. Table 8 presents the different road types and their accessibility to cars, cyclists,
and pedestrians. In some cases, the accessibility depends on local or national laws, where
the tilde (∼) symbol is used.
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Table 8. Road types and allowed usage for cars, cyclists, and pedestrians according to Open-
StreetMap data.

Road Type Cars Cyclists Pedestrians

Motorway [61] + − −
Trunk [62] + ∼ −
Primary [63] + + ∼
Secondary [64] + + ∼
Tertiary [65] + + +
Unclassified [66] + + +
Residential [67] + + +
Service [68] + + +
Pedestrian [69] − + +
Footway [70] − + +
Cycleway [71] − + +
Path [72] − + +
Track [73] ∼ + +
Living Street [74] + + +

Another thing is that, although a road may normally be used by one mode of transport,
sometimes local traffic signalization prohibits its use. For cycling [75], this is shown as the
following tag value pairs, bicycle:dismount and bicycle:no and for pedestrians as foot:no [76];
similar rules exist for cars and other modes on transport.

On the property graph, this will be expressed as three additional properties to each
path, called bicycle_access, foot_access, and car_access, with each assigned a true or false value.

4.12. Directionality

This property refers to the directionality of the path (edge). This property is found in
OpenStreetMap under the oneway:yes tag [77]. It signifies that the path is only passable in
the same direction in which the nodes are ordered, and not in the opposite direction. This
attribute is not calculated, but it actually serves to determine which edges are generated
and which are not. When generating a property graph, it is important to determine for
which users we are generating routes since directionality only influences vehicles and can
be disregarded for pedestrians. Since an edge can be composed of one or multiple ways,
the route can be considered one-way if at least one way contains the tag oneway:yes.

5. Results
The proposed method was tested and presented in a case study that presents the

generation of a property graph based on the data available for the area of Slovenia, which
covers roughly 20,271 km2 [78]. The boundary of the property graph for generation was
based on the Geofabrik area of Slovenia [79]. This study aimed to investigate the approach’s
feasibility and the presentation of a sample property graph generated through the proposed
approach. The process can also be adapted easily to other geographical areas.

The process followed the approach proposed in [45,47], changed by several optimiza-
tions and improvements, which were a result of newly constructed properties defined in
previous chapters, as well as ways to increase the construction speed of the property graph.

This is concluded by using the presented property graph and using it on an existing
evolutionary-based pathfinding algorithm [23] to generate a few sample routes, where
differences between old and newer methods are also highlighted.
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5.1. Generated Property Graph

The generated property graph had 1,486,886 nodes (split intersections), which were
the result of 263,454 actual intersections and 2,973,478 edges, of which 2,229,886 were
intersection-based edges, and 743,592 were actual paths.

5.2. Process

The process of generating a property graph was composed of the following steps,
which are described below:

1. Dataset download.
2. Server deployment.
3. Data preprocessing.
4. Node (intersection) identification.
5. Node processing.
6. Edge (paths) construction.
7. Edge (paths) merging.
8. Removing unused nodes.
9. Splitting intersections.
10. Property graph solutions.

5.2.1. Dataset Download

The first step was downloading the right data for the property graph generation. This
means that DEM and OpenStreetMap data needed to be downloaded. Since we used
Open-Elevation API [44], the dataset for Elevation Data could be split into 1 × 1 degree tiles.
The dataset location for EU-DEM [80] was (https://opendem.info/opendemeu_download_
4258.html, accessed on 1 August 2024), from which N45E014, N45E015, N45E016, N46E013,
N46E014, N46E015, and N46E016 tiles were downloaded; the available dataset follows the
convention described in the Table 9 below for naming files.

Table 9. Explanation of Code N45E014.

N 45 E 014

North 45°–46° East 14°–15°

The OpenStreetMap data was downloaded from the Geofabrik download servers
(https://download.geofabrik.de/europe/slovenia.html, date of download: 12 August
2024). The data are updated daily, and at the time of the download, the latest version
(slovenia-latest.osm.pbf ) was downloaded.

5.2.2. Server Deployment

The servers were established in the second step. The architecture of the solution
was split into servers and a local executer program that accesses this server. To ensure
portability, the servers were prepared as a set of Docker [81] containers. Two groups of
Docker containers were established, notably APIs and databases, as shown in Figure 11.

https://opendem.info/opendemeu_download_4258.html
https://opendem.info/opendemeu_download_4258.html
https://download.geofabrik.de/europe/slovenia.html
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Databases

REST APIs

Document-oriented
MongoDB

OpenStreetMap query
Overpass API

Elevation
Open Elevation API

Graph
Neo4J

In-memory store
Redis

Figure 11. Overview of the server deployment structure.

For APIs, two containers were set up, notably the Overpass API [42] and Open
Elevation API [44]. For data containers, three databases were set up. The document-
oriented MongoDB served as the storage for all the calculated attributes, and its data were
later imported into Neo4j. The remaining Redis database was used to help track which
roads and pathways had already been processed and which had not.

5.2.3. Data Preprocessing

Data preprocessing techniques were used to speed up the generation of the graph.
This was done by eliminating the unnecessary data from the OpenStreetMap and preparing
the data for easier retrieval.

In this step, only ways with tag highways (paths) and their nodes were extracted from
the data. This was done using the Pyosmium library [82]. The resulting file size was
reduced significantly (the updated file size was 17% of the original), as shown in Table 10.
The file was also produced in the slightly less compressed version (*.bz2 - bzip2) because
Overpass API does not work with *.pbf (protocol buffer) files.

Table 10. Comparison of original and updated OSM files.

File Nodes Ways Format File Size

Original 40,171,270 2,621,093 osm.pbf ~279 MB

Updated 5,751,333 430,308 osm.pbf ~49 MB
osm.bz2 ~ 82 MB

This was continued by using Pyosmium to save all the nodes and their ways, as well
as ways with their nodes inside a Mongo database, where each intersection was saved into
a helper collection, and each way was saved into a separate helper collection. This was done
to allow nodes (in later steps) to be queried directly from the Mongo database. To speed
up the later retrieval further, the indexes of documents in both collections were selected as
node and way IDs.

5.2.4. Node (Intersection) Identification

The intersection identification was concerned with identifying all the intersections of
the specified area. This was done following the original approach [47], where a map is split
into small latitude–longitude squares, and then each succeeding square is queried using
Overpass API. Nodes that are connected to three or more nodes are identified in the query.
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The resulting collection featured 391,087 intersections. The identified nodes were saved in
the intersections collection, and each entry contained the following attributes:

• _id: OpenStreetMap id of the node;
• lat: Latitude of the node;
• lon: Longitude of the node;
• tags: any OpenStreetMap key/value pairs the node contained.

5.2.5. Node Processing

Each node entry in the intersections collection was extended in the node processing
phase. This was done by adding elevation data and querying the elevation API. Each node
was also checked to see whether it contained the traffic signal tag and the ways in which
the node was part of it. The resulting entry for intersections was, therefore, _id, lat, lon,
and tags from the previous stage, as well as the following additional attributes:

• elevation: elevation above sea level in meters.
• traffic_signals: is there a traffic signal at the node location with a value of true or

false?
• way_ids: which (OpenStreetMap) ways is the node part of?

5.2.6. Edges (Paths) Construction

After all the intersections had been identified in previous stages, now, connections
had to be established between intersections. The proposed entries for edges had the
following attributes:

• start_node: the starting node of the connection;
• end_node: the ending node of the path;
• distance: the total distance in meters using the Pythagorean approach;
• ascent, descent: the total ascent and descent in meters;
• path_type: the array of highway types the path is built on;
• surface: the list of surface types, if available (e.g., asphalt);
• total_angle: the total change in direction in degrees;
• curviness: the degrees per meter traveled, using the ratio of summed vector angles to

the distance approach;
• traffic_lights: the number of traffic lights on the path (not including traffic lights in an

intersection);
• hill_flat, hill_gentle, hill_moderate, hill_challenging, hill_steep, and hill_extremely_steep:

the number of meters traveled on the hill of a given grade;
• backward: whether an equivalent reverse route exists;
• bicycle_access, foot_access and car_access: access to the route for given modes of

transport.

The values of attributes were generated according to previously established and
presented methods for their calculation. Overall, 998,714 connections were established.

5.2.7. Edge (Paths) Merging

Before splitting intersections, the unnecessary intersections had to be eliminated,
and paths had to be merged. This was done to make the graph as simple as possible
without losing too much quality. Suppose we have a case of three nodes (NX , NY, and NZ),
where the middle node (NY) is only connected to two nodes (NX and NZ), as shown in
Figure 12 below.
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NX NY NZ
EYX

EXY EYZ

EZY

Figure 12. Potential edge merging scenario.

It can be argued that we could eliminate the node (NY) and merge the edges (EXY, EYZ

and EZY, EYX) so that the complexity of the graph would be reduced. This process was
performed iteratively until no such nodes existed. This was due to the fact that a merged
edge can result in the existence of a new edge that has the potential for merging, as
demonstrated in Figure 13, where the merging has to happen in two iterations to eliminate
unnecessary edges.

Initial

Step 2

Step 1

Figure 13. Edge (paths) iterative merging steps.

In our case, the initial graph had 998,714 edges (paths) and 391,087 nodes (intersection);
through the process of iterative merging, this was reduced to 743,597 edges (paths) and
263,454 nodes (intersections) in six iterations, as shown in Table 11 below.

Table 11. Total edges and nodes across iterations.

Iteration Total Edges Total Nodes

Initial 998,714 391,087

1 816,935 300,133

2 758,099 270,705

3 745,851 264,581

4 743,823 263,567

5 743,613 263,462

6 743,592 263,454

Eliminated 255,122 (~25.5%) 127,633 (~32.6%)

Overall, this led to the elimination of roughly a quarter of edges and a third of all
nodes. A total of 255,122 edges and 127,633 nodes were eliminated.
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5.2.8. Removing Unused Nodes

It is possible that unused nodes (intersections) exist in the graph. This can rarely
happen near the edges of the OpenStreetMap file that was processed; e.g., an intersection
was identified, but the ways did not lead anywhere because they were located in another
country. These intersections were removed to reduce graph complexity. Before this step,
there were 263,454 nodes, which were reduced to 263,322 nodes. This presented a very
small reduction, but it was still conducted to ensure best practices.

5.2.9. Splitting Intersections

The splitting intersections phase followed the approach proposed in Section 4.4. The
goal was to create new edges and nodes for the better modeling of curves on intersections.
A total of 2,229,886 new paths were created. The resulting graph had a total of 1,486,886
intersections and 2,973,478 paths.

5.2.10. Property Graph Solutions

The prepared collections of intersections and paths were then processed and in-
serted into property graph solutions. This process was conducted for the Neo4j graph
database [83], which was selected based on its ubiquity, as Neo4j is the most popular
graph-based database management system [84].

5.3. Sample Route Generation

To demonstrate the approach feasibility in route generation, an evolutionary algorithm
for generating cycling training routes [23] was used on the property graph where two cases
of routes were generated; the routes were then plotted on the OpenStreetMap [28] overlay,
and cumulative numerical features are presented for each route, which were derived from
the property graph data. Only relationships that were suitable for bicycles were included
based on the bicycle_access attribute. The first route (A) is thoroughly described, and the
remaining route is described in a condensed manner to avoid repetitiveness.

Route A

The algorithm was first tasked with finding and generating a 50-kilometer route with
an ascent of 1000 m between Ruše and Lenart. The resulting route (shown in Figure 14)
was 52 km long and was of mixed hills and flat terrain.

Figure 14. OpenStreetMap projection of Route A.

The computed route was composed of 781 segments (relationships). The property
graph data allowed us to thoroughly analyze the route features, as shown in Table 12, and
continued in the presented road type and surface type analysis.
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Table 12. Route A summary.

Route A

Distance 52,246 m

Ascent 1013 m Descent 875 m

Total angle 13,544° Curviness 0.259

Traffic lights 9 Bicycle access true

Flat 30,505 m Hill gentle 7288 m

Hill, moderate 5796 m Hill challenging 3354 m

Hill, steep 2374 m Hill extremely steep 2925 m

The analysis of the property graph features revealed the distribution of road types
within the generated route. The most prevalent categories were secondary roads, account-
ing for 21.70%, and unclassified roads, representing 21.64% of the total route. Residential
roads constituted 17.75%, while tertiary roads comprised 13.52%. Other notable road types
included paths (7.76%), cycleways (4.32%), footways (4.10%), service roads (3.70%), and
tracks (3.31%). Less common categories included primary roads (2.03%) and living streets,
which represented only 0.19% of the total route.

The surfaces were distributed as follows: asphalt covered 46.46% of the total distance,
making it the most common surface. Unknown surfaces accounted for 48.08%, indicating
that a significant portion of the OpenStreetMap data lacks precise surface information. Com-
pacted surfaces contributed 3.59%, while ground surfaces covered 1.71%. Less frequently,
gravel represented 0.14%, grass made up 0.02%, and unpaved areas constituted 0.01%.

Route B

The algorithm was tasked with generating a short 13-km route between Murska Sobota
and Gančani with as little ascent as possible. The resulting route (shown in Figure 15 was
12,875 m long with a total ascent of 28 m.

Figure 15. OpenStreetMap projection of Route B.

The analysis of property graph data allowed us to display the route features shown in
Table 13.
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Table 13. Route B summary.

Route B

Distance 12,875 m

Ascent 23 m Descent 38 m

Total angle 2908° Curviness 0.225

Traffic lights 2 Bicycle access true

Flat 11,844 m Hill gentle 856 m

Hill, moderate 93 m Hill challenging 43 m

Hill, steep 29 m Hill extremely steep 7 m

In the original property graph, only the distance, ascent, descent, and road type data
could be extracted.

6. Discussion
The proposed approach, which is an extension of the original approach [47], fills the

knowledge gap of route property graph generation. The additional computed properties
improved the original property graph method greatly; each node had only four usable
properties and each edge (path) only six. This was extended to five properties in each
node (intersection) and 20 usable edge (path) properties. This can improve the existing
approaches [23] to route generation greatly, and these approaches were already applied to
the data generated from the previous method.

The key drawbacks of the previous property graph were identified and improved
upon, mainly by providing additional data regarding the directionality of paths, which
was ignored previously. Another key improvement is expanding the elevation data by
providing ascent and descent and the actual grade of hills from which the ascent was
calculated. The curviness of roads and angle data were also added to edges, which allowed
for even finer refinement when identifying potential routes in real-world environments.

The upgraded approach also followed the best practices of replicability and trans-
parency by establishing how individual properties are generated scientifically and sharing
the repository for data creation, which allows for the verification of the approach and the
quick usage of the approach in other areas.

The property graph potential usage was also expanded to other users (pedestrians
and cars), not only cyclists.

The drawback of the improved approach is that the complexity and size of data are
much larger, which can impact the speed and resources needed for their actual usage. This
can be solved by reducing the area of the property graph, which would reduce the number
of nodes and edges, or the researchers may opt to skip the step of intersection splitting,
which would reduce the number of total edges and intersections vastly.

The large size of the data needs to be considered since it can also limit suitable software
for manipulating said data. Multiple benchmarks [85–87] of popular graphing libraries
exist, so the researchers must take into consideration what area they will work and what
data they will use, as well as the ease of use of each of them. We would not recommend
any particular library, and would leave the choice to researchers using this method.

7. Conclusions
The work presented in the paper presents a comprehensive method for creating

complex geographical-based property graphs based on real-world geographical route data,
which are particularly useful for sports training applications where advanced elevation,
curviness, and track data are needed.
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The approach also presents individual properties and identifies ways to calculate them
mathematically from available geographical data. In particular, a new way to tackle the lim-
itations of property graphs in interpreting intersections, by splitting notes, was presented,
allowing for the incorporation of individual intersection angle data in property graphs.

Future research includes improving the evolutionary method for generating cycling
routes [23], which will utilize the new knowledge of the property graph, and prepare
a meta-method that will allow for adding new properties across all components of the
property graph. Another aspect that could be explored is including the context of the edges
where building and other scenic features could be incorporated as mentioned in [88].
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